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ABSTRACT
We describe a Wizard of Oz (WoZ) system, a WebApp, which we use to study how a conversational search system should take the initiative when engaging with users during collaborative search. This system integrates directly into Slack, a chat-messaging platform where users will collaborate. Through our system, the Wizard plays the role of a conversational search system that can search for information, send relevant web results, and message users. In our research, we study three Wizard conditions: bot_info, bot_dialog, and bot_task, which differ in terms of how the Wizard can intervene in a conversation. The intervention modes follow the mixed-initiative framework by Chu-Carroll and Brown [9] and provide us a foundation to study system initiative for conversational search. In this paper, we describe our design decisions and technical details on how we implemented the system.
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1 INTRODUCTION
Conversational search as a research space has gained momentum in the last couple of years and is rapidly expanding. Recent work has focused on conceptualizing the capabilities of a conversational search system [22, 26], as well as implementing functions such as preference elicitation [8, 25] and information need clarification [1, 31]. In our own work, we have explored conversational search as a means to support collaborative search [3, 4]. One aspect of this research that has not received much attention, especially in Interactive Information Retrieval (IIR), is how a system should engage in a mixed-initiative interaction with users. With current Information Retrieval systems, the initiative is almost always one-sided, i.e., it either rests with the user when they issue search queries, or with the system when it is capable of asking clarification questions [1, 31] or eliciting preferences [8, 25]. Radlinski and Craswell [22], in their framework of conversational search, identify this aspect of interaction (system taking initiative) and suggest that for a system to truly engage in a conversation, as humans do, it must be capable of dynamically exchanging initiative with the user. In this paper, we describe an interface to conduct a Wizard of Oz (WoZ) study to understand how a system should take the initiative when engaging with users over information-seeking tasks.

2 STUDY MOTIVATION
In our research, we investigate how and when a search system should take the initiative to support users during collaborative search. Traditionally, collaborative search, which happens when people work together on a shared information-seeking task, has been supported by making dedicated systems [6, 13, 20, 21, 23, 30]. These systems have been designed with the search engine as the centerpiece component, but include peripheral tools for collaborators to communicate, share information, and gain awareness of each other’s activities. Though these systems have been found to provide benefits for users, stand-alone systems have not gained widespread adoption [19]. Research suggests that while people frequently engage in collaborative search, they do so using non-integrated tools—dependent search systems and communication tools such as instant messaging, email, and phone [7, 19]. Morris [19] and Hearst [15] highlighted these findings as a rationale to develop lightweight search tools that can be integrated directly into existing communication platforms.

In our own work, we followed Morris and Hearst’s call to build search tools inside a communication platform. In Avula et al. [4], we explored a design space where a proactive search agent would intervene in conversations, based on strict protocols, to support collaborative search. In Avula et al. [3], we explored a design space for integrating search tools into a communication platform (Slack). We explored three conditions: (1) search tool outside Slack, (2) search tool inside Slack, and (3) search tool both inside and outside of Slack. While we observed advantages in both studies, there were also critical challenges. In Avula et al. [4], participants noted that the timing of the intervention was crucial. Participants reported avoiding the search agent when the intervention was too soon (before understanding the task), too late (after solving the task), or during periods when they were deeply engaged with other tasks. In Avula et al. [3], while participants noted that sharing the same search environment was beneficial for collaborative search, searching inside the chat platform led to less exploration and was also distracting at times.

Observations from both studies suggest that integrating search tools inside a communication platform is complex, requiring a deeper understanding of the how and when to intervene. In this work, we introduce a WoZ system that relaxes the constraints from our prior research to understand the fundamental question on how
We focus on two aspects of these interfaces: (1) how the system conducts Wizard of Oz (WoZ) studies to mimic hypothetical situations where we currently do not have systems that can accurately take initiative to assist users with information seeking. Furthermore, our work also contributes to the field of conversational search, generally set in a single-user and single-agent setting, about single-agent multi-user interactions.

3 PRIOR DESIGN APPROACHES

In this section, we describe recent interface designs in WoZ studies. We focus on two aspects of these interfaces: (1) how the system allows the Wizard to engage with users, and (2) how the system allows the Wizard to search for information.

3.1 Facilitating dialog engagement

There have been two primary approaches for Conversational Search research focusing on the dialog between a user seeking information, also referred to as a seeker, and a Wizard: continuous turn-by-turn, and intermittent turn-by-turn. These two approaches are similar in terms of their conversational structure, which are turn-by-turn. In a turn-by-turn structure, each participant produces an utterance alternatively, thereby giving away initiative after each turn. Coming to their differences, continuous turn-by-turn, and intermittent turn-by-turn dialogs diverge in terms of the continuity of the dialog and its contributors.

In the continuous turn-by-turn approach, pairs of users are recruited to engage over a messaging platform (chat or voice) for an information-seeking task [2, 11, 17, 27, 28]. One user plays the role of a seeker, and the other is the Wizard, who has access to a search system. Both engage in a turn-by-turn conversation to resolve the seeker’s information needs.

In the intermittent turn-by-turn conversations, different users are recruited to contribute per turn to the conversation [5, 12, 29]. Rather than pairing users to engage over a messaging platform, each user is directed to a web page, where they are assigned a role, seeker or Wizard, and a transcript of an ongoing yet incomplete conversation. In this setting, the Wizard can study the conversation, without a time constraint, and make a meaningful contribution that advances the dialog to resolve the seeker’s information needs.

3.2 Access to external resources

In terms of access to external resources, to search for information, recent work has taken two approaches to do this: search-in-conversation, and search-out-conversation.

In the search-in-conversation approach, the Wizard can look up information within the messaging platform itself [17]. In Li et al. [17], the Wizard could preface a message with a trigger such as the "@" symbol, which makes the system promptly suggest movie names based on the characters the Wizard enters following the trigger command. The Wizard can immediately select an option that is most suitable and push that suggestion into the messaging channel they share with the user. This approach is only applicable in continuous turn-by-turn interactions.

In the search-out-conversation approach, the Wizard has access to a search interface that is separate from the messaging platform. In continuous turn-by-turn interactions, this means that the Wizard has access to both a messaging platform and a search interface [2, 27, 28]. After finding relevant information, the Wizard has to either copy-paste the relevant web-link or extract a relevant passage and send that in the messaging platform. In intermittent turn-by-turn conversations, users are given their own search interfaces or lookup engines to search for information to contribute to the dialog [5, 12, 29]. Here, technically, the dialog and the search engine appear within the same layout, but since the conversation is not synchronous and persistent, we categorize them as being separated from the conversation.
4 GUIDELINES AND PROTOCOLS

Based on the design approaches in Section 3, we describe design guidelines that are suitable for our WoZ study. We also describe the Wizard’s protocols.

4.1 Guidelines

We follow seven guidelines to build the Wizard’s interface.

Separate conversations and search: Provide the Wizard with two screens, one to monitor the conversations and the other to search and interact with the users. The Wizard can only follow the conversation on the messaging platform and not interact in it. The Wizard interacts with the users from the second screen.

Make search prominent: Across the different intervention conditions, the Wizard has a search bar that is prominently displayed. The search results should appear right below the search bar, without any page reloads, along with options to paginate.

Feedback on relevant actions: Each time the Wizard performs an action that is critical to interacting with the user, there should be easy to comprehend visual feedback. The following actions fall in this category: (1) users’ information request; (2) Wizard’s ability to search; (3) pushing search results into the users’ messaging channel; and (4) sending chat messages to the users.

Distinguish the Wizard from the users: Make it explicitly clear to the users that the Wizard is not one of them. Add visual markers to requests made to the Wizard and to the messages the Wizard sends to the users. In addition, remove cues that provide awareness of the Wizard’s typing activity, for example, by removing the ‘typing dots’ that appear when one person is typing out a message.

Facilitate collaborative information seeking dialogs: To encourage rich conversations between the users and the Wizard, limit the number of results that the Wizard can send them. To do this, do not provide a gateway for participants to search on their own, independently outside of the chat channel.

Ease of sending results: The Wizard should not have to copy-paste search results into the messaging platform. They should be able to effortlessly forward relevant results to the users.

Explicit division of interface elements: Every interface element should have its specific purpose and must not overflow into another. At the Wizard’s end, this means that the ability to search, paginate, push a search result, and engage in the conversations should be visually and functionally separated.

4.2 Protocols

In this research, the Wizard operates in three intervention conditions, and to do this, we provide them with certain protocols.

bot_info: In this condition, users provide the Wizard with an information request by prefacing a message with ‘@max.’ Here, ‘@max’ is the Wizard’s handle inside Slack. The Wizard uses the search interface we provide to issue the users’ query and sends them one relevant result.

bot_dialog: This condition builds on the bot_info condition by giving the Wizard the ability to ask follow-up questions. The Wizard may ask questions to elicit the users’ preferences or clarify their information needs. The Wizard can only ask a question after the users’ request for information. Once they send the users’ a search result, they cannot interact with the users until the users request more information.

bot_task: This condition builds on the bot_dialog condition by giving the Wizard the ability to provide the users with suggestions. The Wizard may suggest to the users that the task direction they are pursuing may not be ideal or even suggest better alternatives. In this condition, the Wizard can choose to ask questions or provide suggestions at any point in the conversation.

5 ARCHITECTURE OVERVIEW

As shown in Figure 2, interactions happen in two main components: Slack, where messaging between the users and the Wizard takes place; and the Web App, used by the Wizard to search and interact with users. Below, we describe the architecture of these two components.

5.1 Wizard’s Web App

The Wizard interacts with users through a WebApp. This App was built using Django, a high-level python based web framework. Through this App, the Wizard can do three things: (1) search for information; (2) send specific results to the Slack channel; and (3) message the users in the Slack channel.

To search for information, we created a Bing API-based search engine, as shown in Figure 3. When the Wizard issues a query, we retrieve the top 50 results using the Bing Web API and paginate with ten results per page. In this setup, we followed the guidelines in Section 4.1, and put a send button beside each retrieved result. This button facilitates the Wizard to send a specific result to the users’ Slack channel instantly. We believe this to be better than having the Wizard manually copy paste a URL or a snippet from a webpage into the Slack channel. Next, as described in Section 4.2, the Wizard can intervene in the users’ Slack channel based on the different intervention conditions. To facilitate this, based on their intervention condition, the Wizard can type a message or search query into an input cell (Figure 1).

In the bot_info condition, they can only search for the users. Therefore, they only have access to a search bar where they can type their search queries. In the bot_dialog condition, in addition to searching for the users, the Wizard can ask follow-up questions. For this purpose, they have a search bar and an input cell to enter their questions. Their submitted questions appear as a message from the Wizard in the users’ Slack channel (Figure 4). Finally, in the bot_task condition, in addition to the capabilities in the bot_dialog condition, the Wizard can also provide suggestions. Therefore, they have a search bar and two more input cells, one for asking questions and the other to provide suggestions. In this condition too, the Wizard’s suggestions and questions once submitted appear as a message.
from the Wizard in the users’ Slack channel (Figure 4). We connect the input messages on the WebApp to Slack using Slack’s Real Time Messaging (RTM) API.

The WebApp uses Slack’s RTM API to send messages and web results to the users’ Slack channel. We use Apache and MySQL to host the WebApp and store the interactions.

5.2 Users @ Slack

While on Slack, users can do three things: (1) engage in a text-based conversation; (2) request information or provide feedback to the Wizard; and (3) explore the search results sent by the Wizard.

We use Slack as our messaging platform to have the users engage in a dialog with themselves and the Wizard. We chose Slack as it allows for easy integrations for custom third-party applications, which in our case, is the WebApp we made for the Wizard. To request information from the Wizard or to provide feedback from the Wizard, users use Slack’s “@” functionality (Figure 4). This functionality creates quick visual feedback for users and the Wizard about when users are exchanging messages between themselves versus interacting with the Wizard, to request information or respond to a Wizard-initiated question/suggestion.

Next, the search result the Wizard pushes to the users appears as a Slack attachment in the users’ channel. This attachment has the display-url on the top, followed by the title, snippet, and finally date of document retrieved (Figure 4). When users click on the search result, it opens in a default browser. We use Slack’s RTM API to log the users chat messages. User clicks on the search results are also logged and stored in the same MySQL database we use to log the Wizard’s search behaviors.

6 WHAT CAN YOU DO WITH OUR SYSTEM?

We will make the code public, so you can use the system as-is to research problems related to system initiative. Furthermore, the system is integrated into Slack in a manner where multiple Wizards can take part in a conversation with any number of users. So, studying system initiative in a multi-user multi-agent scenario is possible. We also encourage interested people to use annotated data sets such as [1, 10, 14], which have questions aligned with different information needs. These data sets could be used with our

7 DEMONSTRATION PLAN

In the demonstration, one of the authors will play the role of the Wizard across the three conditions. We will ask the conference attendees to collaborate on Slack, and show them how the Wizard intervenes across the three conditions. After an initial run of the three conditions, we will describe the Wizard protocols across the intervention conditions. Next, we will explain the different interface elements and why we built them. Finally, we will give participants first-hand experience in playing the role of the Wizard.

8 CONCLUSION

In this paper, we introduce a Wizard of Oz (WoZ) system to study how a search system should take the initiative when engaging with users. We use Chu-Carroll and Brown’s [9] framework on Mixed-Initiative interactions to design the interaction space for the Wizard. Next, we describe recent designs to conduct WoZ studies and take lessons from them to come up with guidelines and protocols for our study. After this, we describe the technical details of our system, which includes a description of our Web App and how we integrate it into Slack. Following this, we discuss how others can use and expand on our system to research mixed-initiative interactions for conversational search. Finally, we describe our demonstration plan.
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